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# **Introdução**

Este trabalho tem como objetivo, fazer com que o robot vagueie pelo seu meio de forma aleatória e que quando encontra um obstáculo, consiga evita-lo. Com base nas aulas teóricas, foi-se aprofundando e compreendo melhor o que era necessário fazer para que este trabalho corresse bem. Foi nos introduzido as ”caixas de correio”, que é uma classe responsável por criar um ficheiro de texto *.dat* que irá servir de ponto de comunicação entre os diversos processos, pois os processos não podem comunicar entre si. Neste caso as caixas de correio serão optadas por um ficheiro de texto mas, poderia não ser de tal maneira. Este trabalho é então a criação dos processos vaguear, evitar obstáculo e o gestor.

A implementação do comportamento VAGUEAR consiste num processo JAVA que quando ativo, abre o canal de comunicação Bluetooth com o robot, configura o sensor de toque no robot e depois faz com que o robot vagueie pelo espaço até encontrar um obstáculo. Quando o robot encontra um obstáculo, o sensor de toque do robot que normalmente está desativo fica ativo e neste caso, o processo deve parar o robot, fechar o canal de comunicação e ficar desativo. A definição de vaguear no espaço consiste no robot andar em frente, curvar à direita, curvar à esquerda e parar de forma aleatória.

A implementação do comportamento EVITAR OBSTÁCULO consiste num processo JAVA que quando ativo, abre o canal de comunicação Bluetooth com o robot, configura o sensor de toque no robot e se a leitura do sensor de toque devolver 1 então o robot anda 15cm para trás e depois faz um curvar à esquerda com raio de 0cm e ângulo de 90 graus e depois para o robot. Se o sensor de toque continuar ativo deve repetir o procedimento anterior senão deve fechar o canal de comunicação Bluetooth e ficar desativo.

A implementação do comportamento GESTOR consiste num processo JAVA que comunica bidireccionalmente com os processos VAGUEAR e EVITAR OBSTÁCULO. A comunicação entre processos permite ao GESTOR ativar e desativar qualquer um dos outros processos, tal como os outros processos quando ficam desativos devem informar o GESTOR através do canal de comunicação.

# **Desenvolvimento**

## **Vaguear**

Neste processo, o robot irá circular de forma “aleatória” no meio onde se encontra. As direções que ele tomará, dependerão das várias instruções que o “vaguear” gera para o robot. Basicamente, o processo gera direções aleatórias e o robot irá mover-se de acordo com as direções que recebeu, parando, quando encontra um obstáculo. As várias direções que ele pode tomar são: frente, curvar à direita, curvar à esquerda e parar. O processo principal “vaguear” implementa *ILogger*. É através do *ILogger* que se poderá, utilizando depois o método *public String log()*, imprimir na consola da interface gráfica algo para fins de *debug*.

public class Vaguear **implements** ILogger **{**

public final int MinForward **=** 50**;** // Centimeters

public final int RndForward **=** 40**;** // Centimeters

public final int MinRadius **=** 50**;** // Centimeters

public final int RndRadius **=** 30**;** // Centimeters

public final int MinAngle **=** 30**;** // Degrees

public final int RndAngle **=** 60**;** // Degrees

public final int SensorSleepTime **=** 250**;** // Milliseconds

public enum Directions **{**

Stop**,** Right**,** Left**,** Forward

**};**

public Directions currentDirection**;**

private MailBox mailVaguear**;**

private MailBox mailGestor**;**

private String prefixGestor **=** "PG"**;**

private String prefixVaguear **=** "PV"**;**

private String prefixGUI **=** "PGUI"**;**

protected String robotName**;**

protected Random rnd**;**

protected MyRobot theRobot**;**

private boolean guiOrGestor**;**

Nesta figura, tem-se inicialização e declaração das variáveis que irão ser utilizadas nos métodos para assim conseguir implementar corretamente o “vaguear”. Como se pode verificar no inicio do programa, é criado um enumerado (enum) que contém as direções possíveis que o robot poderá optar. Foram criadas as caixas de correio, para se conseguir comunicar com um gestor de processos e com o próprio processo em questão. É ainda aqui, que se inicializa o robot, um *boolean* que irá decidir se o processo será corrido num robot ou apenas em teste e outras inicializações importantes para a construção dos métodos.

O construtor Vaguear, recebe como parâmetros o nome do robot, o sensor de toque do robot que irá permitir saber quando o processo Vaguear termina e dois *booleans* para simular o robot em termos físicos ou de testes, e ainda verificar se a ordem é da GUI ou do GESTOR. É ainda dentro do construtor que se instancia duas *MailBox* (ou caixas de correio) para o gestor e para o processo vaguear, a velocidade dos motores e a inicialização do sensor de toque.

public Vaguear**(**String name**,** int touchSensor**,** boolean simulateRobot**,** boolean guiOrGestor**)** **{**

mailVaguear **=** **new** MailBox**(**"vaguear.dat"**);**

mailGestor **=** **new** MailBox**(**"gestor.dat"**);**

**this.**guiOrGestor **=** guiOrGestor**;**

**this.**robotName **=** name**;**

**this.**currentDirection **=** Directions**.**Stop**;**

**this.**rnd **=** **new** Random**();**

**this.**theRobot **=** **new** MyRobot**(**simulateRobot**,** **this);**

**if** **(this.**theRobot**.**OpenNXT**(this.**robotName**)** **==** **false)** **{**

String message**;**

message **=** **this.**log**(**"Could not connect to robot %s"**,** **this.**robotName**);**

**throw** **new** IllegalArgumentException**(**message**);**

**}**

**this.**theRobot**.**SetSpeed**(**50**);**

**this.**theRobot**.**SetTouchSensor**(**touchSensor**);**

**}**

private Directions getNextDirection**()** **{**

int aux**;**

aux **=** **this.**rnd**.**nextInt**(**90**);**

**if** **(**aux **<** 30**)** **{**

**return** Directions**.**Right**;**

**}**

**if** **(**aux **<** 60**)** **{**

**return** Directions**.**Left**;**

**}**

**return** Directions**.**Forward**;**

**}**

private int getRandomRadius**()** **{**

**return** **this.**MinRadius **+** **this.**rnd**.**nextInt**(this.**RndRadius**);**

**}**

private int getRandomAngle**()** **{**

**return** **this.**MinAngle **+** **this.**rnd**.**nextInt**(this.**RndAngle**);**

**}**

private int getRandomDistance**()** **{**

**return** **this.**MinForward **+** **this.**rnd**.**nextInt**(this.**RndForward**);**

**}**

private double getCurveDistance**(**double angle**,** double radius**)** **{**

double perimeter **=** 2.0 **\*** Math**.**PI **\*** radius**;**

**return** angle **\*** perimeter **/** 360.0**;**

**}**

O método privado *getNextDirection()*, trata de retornar uma direção de acordo com um valor inteiro que é gerado. Se o valor inteiro for menor que 30, o método retorna a direção “curvar à direita” para o robot mais tarde cumprir. Se o valor inteiro estiver entre 30 e 60, retornará “curvar à esquerda”, caso o inteiro não esteja dentro destas condições, o método retorna a direção para ir em frente. Os métodos *getRandomRadius()*, *getRandomAngle()* e *getRandomDistance()* tratam de gerar valores aleatórios de raio, ângulo e distâncias respetivamente. O método *getCurveDistance()* retorna um *double* com a distancia que o robot fez aquando da direção que lhe foi gerada.

public void readMailBox**()** **{**

**while** **(!**mailVaguear**.**read**().**startsWith**(**prefixGestor**))** **{**

**try** **{**

Thread**.**sleep**(**500**);**

**}** **catch** **(**InterruptedException e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

**try** **{**

**this.**log**(**"verifica content PVAGUEAR:------------------- " **+** mailVaguear**.**read**());**

**if** **(**mailVaguear**.**read**().**contains**(**"start"**))** **{**

**this.**mailVaguear**.**eraseContent**();**

doWork**();**

**}**

// else if

**}** **catch** **(**Exception e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}**

É neste método readMailBox(), que o processo vaguear irá saber se será processado ou não, isto tudo através do mailBox() que é criado por um gestor. Este gestor é quem dita quem irá ser executado e quando. Os processos que ele administra são o de vaguear e do evitar obstáculo somente. Se ao ler-se a caixa de correio do vaguear não contiver o prefixo do gestor, o processo tem de ficar em espera ate próxima instrução. Caso contenha esse prefixo, o “vaguear” tem luz verde para executar tudo.

Isto permite que quando o gestor lançe o processo vaguear, ele fique continuamente à espera de ler algo na sua caixa de correio que o permita começar o seu comportamento.

public void doWork**()** **throws** Exception **{**

boolean work**;**

work **=** **true;**

double radius**,** angle**,** distance**;**

double sleepTime **=** 0.0**;**

**for** **(;** work **==** **true;)** **{**

Directions newDirection**;**

**while** **((**newDirection **=** getNextDirection**())** **==** **this.**currentDirection**)**

**;**

**this.**currentDirection **=** newDirection**;**

**switch** **(this.**currentDirection**)** **{**

**case** Right**:**

radius **=** getRandomRadius**();**

angle **=** getRandomAngle**();**

sleepTime **=** getSleepTime**(**radius**,** angle**);**

**this.**theRobot**.**CurvarDireita**((**int**)** radius**,** **(**int**)** angle**);**

**this.**log**(**"Right(%3.2f, %3.2f)->%3.2f"**,** radius**,** angle**,** getCurveDistance**(**radius**,** angle**));**

**break;**

**case** Forward**:**

distance **=** getRandomDistance**();**

sleepTime **=** getSleepTime**(**distance**);**

**this.**theRobot**.**Reta**((**int**)** distance**);**

**this.**log**(**"Forward(%3.2f)"**,** distance**);**

**break;**

**case** Left**:**

radius **=** getRandomRadius**();**

angle **=** getRandomAngle**();**

sleepTime **=** getSleepTime**(**radius**,** angle**);**

**this.**theRobot**.**CurvarEsquerda**((**int**)** radius**,** **(**int**)** angle**);**

**this.**log**(**"Left(%3.2f, %3.2f)->%3.2f"**,** radius**,** angle**,** getCurveDistance**(**radius**,** angle**));**

**break;**

**default:**

**break;**

**}**

// Uncomment next line to force a stop after each movement

// this.theRobot.Parar( false );

**this.**log**(**"Sleep(%3.2f)"**,** sleepTime**);**

É neste método *doWork()*, que o robot irá, efetivamente, vaguear. Dentro do ciclo *for*, é instanciado um novo objeto Directions que verifica se a direção atual é igual à seguinte. Caso for, o robot cumpre essa direção de acordo com o *sleepTime* existente em cada *case* do *switch*. Caso não for, cumpre uma nova direção e assim sucessivamente até encontrar um obstáculo e parar de vez. Para cada direção, é gerado um valor aleatório de raio, de angulo e de tempo de execução da direção.

Ainda dentro do *doWork(),* dependendo se o utilizador estiver a trabalhar com a GUI ou apenas com o gestor, o *if* so será corrido se o boolean guiOrGestor for *false*, se for *false*, estar-se-á a trabalhar com o gestor se for *true*, salta para o *else* e executa as instruções para a GUI. Basicamente, no if, caso tenha sido detetado um obstáculo, o sensor de toque fica ativo e o vaguear escreve no maiGestor a mensagem “PV sstop”, que indica que o processo “vaguear” tem de terminar e o robot parar. No else, o vaguear vai ler da sua própria caixa de correio, se contiver o prefixo da Gui e o “para”, o processo do vaguear deve terminar e o robot parar.

**if** **(!this.**guiOrGestor**)** **{**

**if** **(this.**waitForDistanceAndTestSensor**((**int**)** **(**sleepTime **\*** 1000.0**))** **==** **true)** **{**

**this.**theRobot**.**Parar**(true);**

**this.**log**(**"Colision"**);**

**this.**mailGestor**.**write**(**prefixVaguear **+** "sstop"**);**

work **=** **false;**

**this.**theRobot**.**CloseNXT**();**

readMailBox**();**

**}**

**}**

**else** **{**

Thread**.**sleep**((**int**)(**sleepTime**\***1000.0**));**

**if** **(**mailVaguear**.**read**().**contains**(**prefixGUI **+** "para"**))** **{**

**this.**mailVaguear**.**eraseContent**();**

**this.**mailVaguear**.**closeChannel**();**

**this.**theRobot**.**Parar**(true);**

**this.**theRobot**.**CloseNXT**();**

work **=** **false;**

**}**

**}**

## **Evitar Obstáculo**

public AvoidObstacle**(**String name**,** int sensor**,** boolean simulateRobot**,** boolean guiorgestor**)** **{**

**this.**robotName **=** name**;**

**this.**guiorgestor **=** guiorgestor**;**

**this.**simulate **=** simulateRobot**;**

**this.**sensor **=** sensor**;**

// Cada classe lê o seu proprio mail mas escreve no mail do destinatário

**this.**mailEvitar **=** **new** MailBox**(**"evitar.dat"**);**

**this.**mailGestor **=** **new** MailBox**(**"gestor.dat"**);**

**if** **(!this.**guiorgestor**)** **{**

**this.**theRobot **=** **new** MyRobot**(**simulateRobot**,** **this);**

**if** **(this.**theRobot**.**OpenNXT**(this.**robotName**)** **==** **false)** **{**

String message**;**

message **=** **this.**log**(**"Could not connect to robot %s"**,** **this.**robotName**);**

**throw** **new** IllegalArgumentException**(**message**);**

**}**

**this.**theRobot**.**SetSpeed**(**50**);**

**this.**theRobot**.**SetTouchSensor**(**sensor**);**

**}**

**}**

O construtor do *AvoidObstacle* tem uma particularidade diferente do *Vaguear*, quando queremos que o robot faça o comportamento evitar obstáculo ao comando da GUI, não podemos realizar uma conexão ao robot assim que lançamos o processo, pois se já estamos em comunicação com o robot assim que ligamos a GUI iria dar exceção ao tentar-mos criar uma nova ligação, contra isso foi adicionada uma condição de verificação se o *AvoidObstacle* está a ser lançado pela *guiorgestor.*

public void doAvoidObstacle**()** **{**

**while** **(**readSensor**())** **{**

**try** **{**

**this.**theRobot**.**Reta**(-**MAX\_DISTANCE**);**

**this.**theRobot**.**CurvarEsquerda**(**MAX\_RADIUS**,** MAX\_ANGLE**);**

Thread**.**sleep**(**600**);**

**}** **catch** **(**InterruptedException e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**this.**theRobot**.**Parar**(true);**

**}**

**this.**theRobot**.**CloseNXT**();**

**if** **(!this.**guiorgestor**)** **{**

**this.**mailGestor**.**write**(**prefixAvoid **+** "sstop"**);**

**}**

readMailBox**();**

**}**

Este método é o que fará ao robot, efetivamente, evitar o obstáculo. Este método executa sempre o mesmo comportamento ao contrário do vaguear. Quando o sensor de toque é detetado e o processo do vaguear é terminado, o processo evitar obstáculo é posto em marcha e o que ele faz, ao robot, é apenas andar para trás e virar para a esquerda de acordo com certos valores que são passados em MAX\_RADIUS, MAX\_ANGLE e MAX\_DISTANCE e de seguida para. Caso o sensor não esteja ativo, o evitar obstáculo irá escrever na GUI ou no gestor “PA sstop” e aí pode-se, novamente, dar inicio ao processo vaguear. É neste método que a caixa de correio do evitar obstáculo, está constantemente a ler da sua caixa de correio para verificar o que fazer e o que executar.

public void readMailBox**()** **{**

**while** **(!**mailEvitar**.**read**().**startsWith**(**prefixGestor**))** **{**

**try** **{**

Thread**.**sleep**(**600**);**

**}** **catch** **(**InterruptedException e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

**try** **{**

**this.**log**(**"verifica content PEVITAR:------------------- " **+** **this.**mailEvitar**.**read**());**

**if(**mailEvitar**.**read**().**contains**(**"PGUIstart"**)){**

**this.**log**(**"ENTREI NO PGUIStart"**);**

mailEvitar**.**eraseContent**();**

**this.**theRobot **=** **new** MyRobot**(**simulate**,** **this);**

**if** **(this.**theRobot**.**OpenNXT**(this.**robotName**)** **==** **false)** **{**

String message**;**

message **=** **this.**log**(**"Could not connect to robot %s"**,**

**this.**robotName**);**

**throw** **new** IllegalArgumentException**(**message**);**

**}**

**this.**theRobot**.**SetSpeed**(**50**);**

**this.**theRobot**.**SetTouchSensor**(**sensor**);**

doAvoidObstacle**();**

**}**

**else** **if** **(**mailEvitar**.**read**().**contains**(**"start"**))** **{**

// tem de consumir

**this.**mailEvitar**.**eraseContent**();**

doAvoidObstacle**();**

**}** **else** **if** **(**mailEvitar**.**read**().**contains**(**"sstop"**))** **{**

**this.**mailEvitar**.**eraseContent**();**

**this.**mailEvitar**.**closeChannel**();**

**this.**theRobot**.**Parar**(true);**

**this.**theRobot**.**CloseNXT**();**

**}**

**}** **catch** **(**Exception e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}**

Esta é a caixa de correio do evitar obstáculo. Se ao ler-se a caixa de correio do evitar obstáculo não contiver o perfixo do gestor, o processo tem de ficar em espera ate próxima instrução. Só quando ele lê da sua própria caixa de correio e verifica se contém la a mensagem “PGUI Start”, é que criada uma ligação ao robot. Dessa forma, fica possível executar o *doAvoidObstacle()* através da GUI. Caso contenha a mensagem “start”, que é a mensagem vinda do gestor, o processo inicia o *doAvoidObstacle().* E caso contenha “sstop”, o processo fica a saber que é para parar o robot e o processo em questão.

## **Gestor**

private static final int SLEEP\_TIME **=** 1000**;**

private MailBox mailGestor**,** mailVaguear**,** mailEvitar**;**

private String jarAvoid **=** "C:\\Users\\Denga\\Desktop\\JARFILES\\evitar.jar"**;**

private String jarVaguear **=** "C:\\Users\\Denga\\Desktop\\JARFILES\\vaguear.jar"**;**

private Process processVaguear**,** processAvoid**;**

private String**[]** arguments **=** **new** String**[]{**"java"**,**"-jar"**,**"GUIA4"**,**""**+**RobotLego**.**S\_2**,**"true"**};**

private String prefixGestor **=** "PG"**;**

private String prefixAvoid **=** "PA"**;**

private String prefixVaguear **=** "PV"**;**

private String prefixGUI **=** "PGUI"**;**

private int estado**;**

static private final int init **=** 0**;**

static private final int vaguear **=** 1**;**

static private final int avoid **=** 2**;**

static private final int Terminar **=** 5**;**

public Gestor**()** **{**

**this.**mailGestor **=** **new** MailBox**(**"gestor.dat"**);**

**this.**mailEvitar **=** **new** MailBox**(**"evitar.dat"**);**

**this.**mailVaguear **=** **new** MailBox**(**"vaguear.dat"**);**

**this.**estado **=** init**;**

**}**

No processo gestor, é criada uma conexão entre todas as caixas de correio existentes, a do *gestor, vaguear* e *evitar* *obstáculo*. São também escritos os caminhos dos jar’s do evitar e do *vaguear* para assim ser possível lançar os processos dentro do gestor. São também criados os estados para o autómato que se irá seguir. O construtor *Gestor()* apenas instancia MailBox’s dos vários processos e que o estado inicial do autómato é igual a *init*.

public void launchProcesses**()** **{**

**while** **(**estado **!=** Terminar**)** **{**

**switch** **(**estado**)** **{**

**case** init**:**

- Estado incial do gestor.

- Escreve na caixa de correio vaguear uma permissão;

- Adição dos argumentos em List<String> respetivos ao vaguear e ao evitar obstáculo, para o lançamento do processo;

- Estado seguinte é igual ao do vaguear (estado = vaguear).

**case** vaguear**:**

**-** Gera um pequeno delay para garantir o lançamento do vaguear;

- O gestor lê da sua própria caixa de correio e se receber a mensagem “PG para” sabe que todos os processos têm de terminar (estado=Terminar);

- Se a caixa de correiodo gestor contiver a mensagem “PV sstop”, o processo evitar obstáculo é posto em ação;

- Caso não cumpra nenhuma das anteriores, permanece no seu próprio estado.

**case** avoid**:**

**-** Gera um pequeno delay para garantir o lançamento do evitar;

- O gestor Lê da sua própria caixa de correio e se receber a mensagem “PG para” sabe que todos os processos têm de terminar (estado=Terminar);

- Se a caixa de correio do gestor contiver a mensagem “PA sstop”, o processo vaguear é posto em ação;

- Caso não cumpra nenhuma das anteriores, permanece no seu próprio estado.

![C:\Users\Hugo Safara\Downloads\Untitled Diagram.png](data:image/png;base64,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)

## **Robot Interface**

À classe RobotInterface, já criada do trabalho nº1, adicionou-se:

private MailBox mailGUI**,** mailVaguear**,** mailEvitar**,** mailGestor**;**

private String**[]** arguments **=** **new** String**[]** **{** "java"**,** "-jar"**,** "GUIA4"**,** "" **+** RobotLego**.**S\_2**,** "true" **};**

private String jarGestor **=** "C:\\Users\\Denga\\Desktop\\JARFILES\\gestor.jar"**;**

private String jarVaguear **=** "C:\\Users\\Denga\\Desktop\\JARFILES\\vaguear.jar"**;**

private String jarEvitar **=** "C:\\Users\\Denga\\Desktop\\JARFILES\\evitar.jar"**;**

private Process processoGestor**,**processoVaguear**,**processoEvitar**;**

private String prefixGUI **=** "PGUI"**,** prefixVaguear **=** "PV"**,** prefixEvitar **=** "PA"**,** prefixGestor **=** "PG"**;**

É através destas variáveis que será possível correr, na interface gráfica, os processos vaguear, evitar obstáculo e Gestor. Simplesmente, copiou-se a inicialização das variáveis no gestor e adicionou-se à classe RobotInterface.

chckbxHandler **=** **new** JCheckBox**(**"Handler"**);**

chckbxHandler**.**addActionListener**(new** ActionListener**()** **{**

public void actionPerformed**(**ActionEvent e**)** **{**

gestor **=** **!**gestor**;**

chckbxEvitar**.**setEnabled**(!**gestor**);**

chckbxWander**.**setEnabled**(!**gestor**);**

launchHandler**(**gestor**);**

**}**

**});**

chckbxHandler**.**setBounds**(**30**,** 283**,** 97**,** 23**);**

contentPane**.**add**(**chckbxHandler**);**

chckbxEvitar **=** **new** JCheckBox**(**"Avoid"**);**

chckbxEvitar**.**addActionListener**(new** ActionListener**()** **{**

public void actionPerformed**(**ActionEvent arg0**)** **{**

evitar **=** **!**evitar**;**

chckbxHandler**.**setEnabled**(!**evitar**);**

chckbxWander**.**setEnabled**(!**evitar**);**

launchAvoid**(**evitar**);**

**}**

**});**

chckbxEvitar**.**setBounds**(**30**,** 257**,** 97**,** 23**);**

contentPane**.**add**(**chckbxEvitar**);**

chckbxWander **=** **new** JCheckBox**(**"Wander"**);**

chckbxWander**.**addActionListener**(new** ActionListener**()** **{**

public void actionPerformed**(**ActionEvent arg0**)** **{**

vaguear **=** **!**vaguear**;**

chckbxEvitar**.**setEnabled**(!**vaguear**);**

chckbxHandler**.**setEnabled**(!**vaguear**);**

launchVaguear**(**vaguear**);**

**}**

**});**

chckbxWander**.**setBounds**(**30**,** 233**,** 89**,** 23**);**

contentPane**.**add**(**chckbxWander**);**

private void launchHandler(boolean condition) {

if (condition) {

try {

List<String> argsHandler;

argsHandler = new ArrayList<String>();

argsHandler.add(arguments[0]);

argsHandler.add(arguments[1]);

argsHandler.add(jarGestor);

// caminho do jar vaguear

ProcessBuilder pbGestor;

pbGestor = new ProcessBuilder(argsHandler);

pbGestor.redirectErrorStream(true);

pbGestor.inheritIO();

this.processoGestor = pbGestor.start();

} catch (IOException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}else{

try {

this.mailGestor.write(prefixGUI+ "para");

//espera que o processo acabe as suas tarefas e so depois mata o processo

this.processoGestor.waitFor();

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

Criaram-se *checkboxes* para se conseguir correr os processos vaguear, evitar e gestor na interface gráfica.

A cada “checkbox” que criamos agregadamente criamos também um método por cada lançamento de processo, *vaguear, evitar obstáculo* ou *gestor*.

private void launchHandler**(**boolean condition**)** **{**

**if** **(**condition**)** **{**

**try** **{**

List**<**String**>** argsHandler**;**

argsHandler **=** **new** ArrayList**<**String**>();**

argsHandler**.**add**(**arguments**[**0**]);**

argsHandler**.**add**(**arguments**[**1**]);**

argsHandler**.**add**(**jarGestor**);**

// caminho do jar vaguear

ProcessBuilder pbGestor**;**

pbGestor **=** **new** ProcessBuilder**(**argsHandler**);**

pbGestor**.**redirectErrorStream**(true);**

pbGestor**.**inheritIO**();**

**this.**processoGestor **=** pbGestor**.**start**();**

**}** **catch** **(**IOException e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}else{**

**try** **{**

**this.**mailGestor**.**write**(**prefixGUI**+** "para"**);**

//espera que o processo acabe as suas tarefas e so depois mata o processo

**this.**processoGestor**.**waitFor**();**

**}** **catch** **(**InterruptedException e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}**

**}**

Como em todo o resto da nossa interface gráfica, temos variáveis booleanas que representam o estado de uma checkbox, se está selecionada ou não, respetivamente *true* or *false*, são essas mesmas que quando alteradas na acção da checkbox, são passadas como parâmetro no método de lançamento, indicando assim que quando a variável está a *false*, significa que queremos encerrar o processo, escrevendo na caixa de correio do gestor “PGUIpara” e este quando lê encarrega-se de fechar os sub-processos.

Para este processo apenas precisamos dos argumentos *java -jar caminhodojar* visto o Gestor não ter parâmetros de entrada relevantes para o seu funcionamento.

private void launchVaguear**(**boolean condition**){**

**if** **(**condition**)** **{**

**try** **{**

**this.**mailVaguear**.**write**(**prefixGestor **+** "start"**);**

List**<**String**>** argsWander**;**

argsWander **=** **new** ArrayList**<**String**>();**

argsWander**.**add**(**arguments**[**0**]);**

argsWander**.**add**(**arguments**[**1**]);**

argsWander**.**add**(**jarVaguear**);**

argsWander**.**add**(**arguments**[**2**]);**

argsWander**.**add**(**arguments**[**3**]);**

argsWander**.**add**(**arguments**[**4**]);**

//indica se 頡penas a GUI a iniciar ou Gestor

//true - GUI

//false - Gestor

argsWander**.**add**(**"true"**);**

// caminho do jar vaguear

ProcessBuilder pbVaguear**;**

pbVaguear **=** **new** ProcessBuilder**(**argsWander**);**

pbVaguear**.**redirectErrorStream**(true);**

pbVaguear**.**inheritIO**();**

**this.**processoVaguear **=** pbVaguear**.**start**();**

**}** **catch** **(**IOException e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}else{**

**try** **{**

**this.**mailVaguear**.**write**(**prefixGUI**+** "para"**);**

//espera que o processo acabe as suas tarefas e so depois mata o processo

**this.**processoVaguear**.**waitFor**();**

**}** **catch** **(**InterruptedException e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}**

**}**

O lançamento do *vaguear* conta com uns argumentos adicionais face ao *gestor*, são os que tratam da informação necessária para ligar ao robot, e indicar se o processo *vaguear* está a ser lançado pela *GUI* ou pelo *Gestor*.  
  
Este tipo de lançamento é igualmente aplicado no lançamento do processo evitar.

## **MailBox**

Esta classe deve-se à necessidade da comunicação entre processos ser feita de uma maneira semelhante a uma caixa de correio, em que cada processo pode ler da sua caixa de correio e escrever na dos outros.

public MailBox**(**String nome**)** **{**

**try** **{**

**this.**file **=** **new** File**(**path**+**nome**);**

**this.**file**.**createNewFile**();**

filechannel **=** **new** RandomAccessFile**(this.**file**,** "rw"**).**getChannel**();**

**}** **catch** **(**Exception e**)** **{**

e**.**printStackTrace**();**

**}**

**try** **{**

map **=** filechannel**.**map**(**FileChannel**.**MapMode**.**READ\_WRITE**,** 0**,** MAX\_BUFFER**);**

**}** **catch** **(**Exception e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

A mailbox apenas recebe o nome da caixa de correio que quer aceder, seja para ler ou para escrever, e abre um canal de conexão.

public String read**()** **{**

String str **=** **new** String**();**

char c**;**

map**.**position**(**0**);**

**while** **((**c **=** map**.**getChar**())** **!=** '\0'**)** **{**

str **+=** c**;**

**}**

**return** str**;**

**}**

Método de leitura do ficheiro que nos devolve todo o conteúdo presente no ficheiro em String.

public void eraseContent**()** **{**

write**(**"xxxxxxx"**);**

**}**

public void write**(**String msg**)** **{**

char c**;**

map**.**position**(**0**);**

**for** **(**int i **=** 0**;** i **<** msg**.**length**();** i**++)** **{**

c **=** msg**.**charAt**(**i**);**

map**.**putChar**(**c**);**

**}**

map**.**putChar**(**'\0'**);**

**}**

public void closeChannel**()** **{**

**try** **{**

filechannel**.**close**();**

**}** **catch** **(**Exception e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

Foi criado um método que eliminasse toda a informação presente na caixa de correio, de forma a simular uma caixa de correio real, uma vez que consultamos o conteudo da caixa de correio, retiramos a informação deixando a caixa vazia, metodo esse *eraseContent()*, no nosso sistema de troca de mensagens, a mensagem *xxxxxx* é reconhecida como vazio.

A comunicação entre processos tem a seguinte nomenclatura de prefixos:

- *PV* -> Processo Vaguear  
- *PA* -> Processo Avoid  
- *PG* -> Processo Gestor  
- *PGUI* -> Processo GUI

Para a indicação de qual a acção a fazer no processo, são escritas as seguintes mensagens:

- *sstop* – indica uma ordem de paragem do processo equivalente ao prefixo.  
- *start* – indica uma ordem de começo do processo equivalente ao prefixo.  
- *para* – mensagem especifica da GUI para parar o processo por ela lançado.

Sabendo isto, todas as mensagens presentes na caixa de correio, terão a seguinte formatação:

Mensagem = Prefixo + ordem  
Ex: Pvsstop (Processo Vaguear Parou)

O método de escrita da caixa de correio, começa por escrever sempre da primeira posição do ficheiro.

Apenas se usa o método *closeChannel()* quando quisermos terminar um processo, terminando assim o seu acesso à caixa de correio.

# **Conclusão**

Na realização deste trabalho foram encontrados alguns problemas na implementação da nossa solução, contudo foi possível contornar tais dificuldades de forma a completar os requisitos pedidos.  
Na fase de desenvolvimento do processo *Gestor* que administra os subprocessos *Vaguear* e *Evitar Obstáculo*, o objecto *Runtime* estava ser usado para o lançamento dos subprocessos, tal não estava a ser possível pois o caminho do *ficheiro .jar* não estava a ser reconhecido mesmo estando correto, em solução, optamos por usar o *ProcessBuilder* não tendo assim nenhum erro de execução e os processos lançados corretamente.

Inicialmente em fases de testes, os estados *closeVaguear* e *closeEvitar* estavam dimensionados para serem os estados responsáveis de terminar os subprocessos *Vaguear* e *Evitar Obstáculo* usados, contudo no desenvolvimento da solução, a presença de tais estados era redundante face às verificações que tinham que ser feitas para o fecho de processos acontecer, em solução, uma simples verificação da caixa de correio no fim de cada estado.

Na fase de desenvolvimento da ligação dos processos e a GUI, deparamo-nos com o problema do *evitar obstáculo* não poder fazer uma ligação logo assim que lança o processo, pois o comportamento em si, não faz sentido agir assim que o ligamos mas sim ficar à espera que certa mensagem chegue à sua caixa de correio enviada pela GUI, agregado a isto, implementamos uma verificação do sensor de toque no fim de cada ação enviada para o robot, com ajuda de alguns métodos já fornecidos de cálculo de tempo. A desvantagem desta implementação reside no bloqueamento da GUI sempre que efetuamos esta verificação, com tempo igual ao calculado face à distância percorrida.

A nomenclatura implementada nesta solução tem uns contras encontrados na fase de testes:  
O numero de caracteres de “PVstart” ser diferente de “PVstop”, havendo por vezes restos de mensagens anteriores e podendo interferir na comunicação entre as caixas de correio, visto que os ficheiros nunca são eliminados no fim de cada processo, sendo necessário eliminar remotamente.

Ficaram ainda por completar alguns aspetos referentes á última parte do trabalho, tais como:

- Verificação se há alguma ligação ao robot existente antes do lançamento de qualquer processo;

- Escrita das mensagens dos processos na área de texto da consola de debug da GUI;
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